**实验1** **MYSQL数据库SQL语句练习实验**

实验类别：验证性 实验级别：必做

开课单位：计算机与软件学院 实验时数：12学时

一、实验目的：

1. 了解DBMS系统的功能、软件组成；

2、掌握利用SQL语句定义、操纵数据库的方法。

二、实验要求：

1、在课外安装相关软件并浏览软件自带的帮助文件和功能菜单，了解DBMS的功能、结构；  
 2、创建一个有两个关系表的数据库；（建议采用MYSQL）

3、数据库、关系表定义；

4、学习定义关系表的约束(主键、外键、自定义)；

5、了解SQL的数据定义功能；

6、了解SQL的操纵功能；

7、 掌握典型的SQL语句的功能；

8、 了解视图的概念；

三、实验设备：

计算机、数据库管理系统如MYSQL等软件。

四、建议的实验步骤：

0、安装MYSQL软件。见附件1

1、使用SQL语句建立关系数据库模式及数据如下；（注：**数据要自己输入**）

EMP:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| EMPNO | ENAME | JOB | MGR | HIREDATE | SAL | COMM | DEPTNO |
| 7369 | SMITH | CLERK | 7902 | 17-Dec-90 | 13750 |  | 20 |
| 7499 | ALLEN | SALESMAN | 7698 | 20-FEB-89 | 19000 | 6400 | 30 |
| 7521 | WARD | SALESMAN | 7698 | 22-FEB-93 | 18500 | 4250 | 30 |
| 7566 | JONES | MANAGER | 7839 | 02-APR-89 | 26850 |  | 20 |
| 7654 | MARTIN | SALESMAN | 7698 | 28-SEP-97 | 15675 | 3500 | 30 |
| 7698 | BLAKE | MANAGER | 7839 | 01-MAY-90 | 24000 |  | 30 |
| 7782 | CLARK | MANAGER | 7839 | 09-JUN-88 | 27500 |  | 10 |
| 7788 | SCOTT | ANALYST | 7566 | 19-APR-87 | 19500 |  | 20 |
| 7839 | KING | PRESIDENT |  | 17-NOV-83 | 82500 |  | 10 |
| 7844 | TURNER | SALESMAN | 7698 | 08-SEP-92 | 18500 | 6250 | 30 |
| 7876 | ADAMS | CLERK | 7788 | 23-MAY-96 | 11900 |  | 20 |
| 7900 | JAMES | CLERK | 7698 | 03-DEC-95 | 12500 |  | 30 |
| 7902 | FORD | ANALYST | 7566 | 03-DEC-91 | 21500 |  | 20 |
| 7934 | MILLER | CLERK | 7782 | 23-JAN-95 | 13250 |  | 10 |
| 3258 | GREEN | SALESMAN | 4422 | 24-Jul-95 | 18500 | 2750 | 50 |
| 4422 | STEVENS | MANAGER | 7839 | 14-Jan-94 | 24750 |  | 50 |
| 6548 | BARNES | CLERK | 4422 | 16-Jan-95 | 11950 |  | 50 |

DEPT:

|  |  |  |
| --- | --- | --- |
| DEPTNO | DNAME | LOC |
| 10 | ACCOUNTING | LONDON |
| 20 | RESEARCH | PRESTON |
| 30 | SALES | LIVERPOOL |
| 40 | OPERATIONS | STAFFORD |
| 50 | MARKETING | LUTON |

2、用SQL定义数据库的关系表；

注：（每位同学在各自创建的图表名字后面添加自己学号以示区分，如EMP20170000112等）

3、定义各个关系的字段和自定义的数据完整性约束；

4、确定关系表的主键、外键；

5、对照帮助文件和教材理解主键和外键的约束规则；

6、分别为关系表添加记录；

7、理解SQL语句和关系运算的关系；

8、练习典型的SQL语句，对第6步实验中已建立的表做查询、插入、更新、删除等操作；完成练习题。

9、检查同学作业的思考题是否存在问题。

注：以上具体步骤可参见帮助文件SQL handbook 或相关书籍。

五、 实验1实验报告要求格式：

1、实验目的：

2、实验时间：

3、完成的实验内容：

4、实验设备和实验环境：

5、实验结果和结论（运行的结果）：

6、练习题：SQL Handbook练习题**EX1—EX7**。

**提交报告的详细内容和模板，请见实验报告模板。**

**附件一、WampServer安装**

**1.安装软件**

建议使用WampServer，这个集成环境对内含的组件的配置做了比较大的优化。

下载地址：

http://www.wampserver.com/en/

WampServer中的phpmyadmin默认是以无密码方式访问MySQL的，如果要更改为以密码访问方式，步骤如下：

a启动WampServer

b通过在系统托盘中WampServer的图标上使用鼠标菜单进入phpmyadmin，点击“权限”按钮，添加新用户并为其设置密码（建议也为root添加密码，或者干脆只为root添加密码）－－不建议在平常操作中使用root，太暴力了……

c关掉网页，关掉WampServer

d进入<wamp安装目录>/apps/phpmyadmin3.4.10.1，修改config.inc.php

-->把$cfg['Servers'][$i]['auth\_type'] = 'config';改为$cfg['Servers'][$i]['auth\_type'] = 'cookie';

-->把$cfg['Servers'][$i]['AllowNoPassword'] = true;改为$cfg['Servers'][$i]['AllowNoPassword'] = false;

-->在<?php ?>中的任意位置添加 $cfg['blowfish\_secret'] = '<任意字符串>';

5经过以上四步即可把从phpmyadmin登录MySQL的方式改为密码验证，重新启动WampServer即可

可能遇到的问题如下：

a.修改phpmyadmin的配置之后出现无法打开phpmyadmin页面

-->删除浏览器历史记录（特别是IE8及以下的版本。一般建议，既然用web的话，那就换其它浏览器吧，FireFox，chrome，opera等都很好）

-->删除<wamp安装目录>/tmp下的所有文件，重新启动WampServer

b、从一开始就无法打开phpmyadmin页面，提示permission denied之类的信息

-->win7下可能会有此问题，解决方法是修改<wamp安装目录>/alias/phpmyadmin.conf，

把

Deny from all

Allow from 127.0.0.1

改为

Allow from all

**附件二、SQLhandbook**
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**This book has been designed to help you learn SQL as it has to be learnt by doing, not by teaching.**

**It is therefore in your best interest to work your way through it (10-15 hours work) systematically.**

**You may be asked to submit some of the answers to the exercises, for an assignment and may be asked specific details in an exam.**

SQL (Structured Query Language) is a relational database language. Amongst other things the language consists of statements to insert, update, query and protect data. Although SQL is not a DBMS, for simplicity in this manual SQL will be considered as a DBMS as well as a language. Of course, in the places where it is necessary, a distinction will be drawn.

There are a few things to note about SQL as a database language, because it is a relational database language, SQL may be grouped with the non-procedural database languages. By non-procedural it is meant that users (with the help of the various statements) have only to specify which data they want and not how this data must be found. C++, Java and VB are examples of Procedural languages. It also means that there are no variables, IF statements or loop constructs. Because it is non procedural, it is very difficult to teach, and the only way to learn it is by working through this book and picking up how certain results can be achieved.

SQL can be used in two ways. First, interpretively: an SQL statement is entered at a terminal or PC and immediately processed or interpreted. The result is also visible immediately. This is known as interactive SQL. The second way is known as embedded SQL. The SQL statements are embedded in a program written in another, procedural language. Results of these statements are not immediately visible to the user, but are processed by the 'enveloping' program. In this module we shall be assuming the interpretive use of SQL.

SQL has already been implemented by many manufacturers as the database language for their DBMS. It is not the case, therefore, that SQL is the name of a particular manufacturer's product available on the market today. However, it is the market standard and you will find many career opportunities within the general SQL field. Currently it is number one in the Jobs market.

Some manufacturers are now providing SQL-server machines. These machines can be connected to a DBMS, and they carry out all the database functions defined in SQL. Thus SQL is now a data interchange language between any systems that can 'speak' SQL. Typically, an SQL-server is placed on a LAN where it processes all database operations for clients on the LAN.

Please note that, although SQL is an ISO standard, each manufacturer have their own add-ons.

**SELECTING DATA FROM TABLES.**

The SELECT Command is the basis of all queries on tables, therefore its full description is given to show its power. Examples of the various formats are provided after the description.

SELECT

    column\_1, column\_2, ...

FROM

    table\_1

[INNER | LEFT |RIGHT] JOIN table\_2 ON conditions

WHERE

    conditions

GROUP BY column\_1

HAVING group\_conditions

ORDER BY column\_1

LIMIT offset, length;

The SELECT statement consists of several clauses as explained in the following list:

* SELECT followed by a list of comma-separated columns or an asterisk (\*) to indicate that you want to return all columns.
* FROM specifies the table or view where you want to query the data.
* [JOIN](http://www.mysqltutorial.org/mysql-join/) gets related data from other tables based on specific join conditions.
* [WHERE](http://www.mysqltutorial.org/mysql-where/) clause filters row in the result set.
* [GROUP BY](http://www.mysqltutorial.org/mysql-group-by.aspx) clause groups a set of rows into groups and applies [aggregate functions](http://www.mysqltutorial.org/mysql-aggregate-functions.aspx) on each group.
* [HAVING](http://www.mysqltutorial.org/mysql-having.aspx) clause filters group based on groups defined by GROUP BY clause.
* [ORDER BY](http://www.mysqltutorial.org/mysql-order-by/) clause specifies a list of columns for sorting.
* [LIMIT](http://www.mysqltutorial.org/mysql-limit.aspx) constrains the number of returned rows.

The SELECT and FROM clauses are required in the statement.

Description: Selects rows and columns from one or more tables. May be used as a command, or (with certain restrictions on Clauses) as a subquery in another **SELECT**, and **UPDATE,** or other **SQL** command.

Don’t worry too much about this generic syntax list as you will see all kinds of examples throughout this book.

**PARAMETERS AND CLAUSES.**

**ALL**  makes **SELECT** display all rows produced by the query. Since this is the default, it is generally not needed

**DISTINCT**  makes it omit duplicate rows.

**\*** makes **SELECT**  display all columns of the table(s) specified by **FROM,** in the order they were defined when the table(s) were created.

i.e. **SELECT \* FROM EMP;**

Alternatively, each expression becomes one column in the display.

i.e. **SELECT EMPNO, ENAME FROM EMP;**

displays only the named columns in the expression.

Each alias, if specified, is used to label the preceding expression in the displayed table.

**e.g. SELECT ENAME “Name”, SAL “Salary” from EMP;**

**Note the use of double quotes here. character strings are delimited by single quotes.**

**FROM** table specifies the table or view to be drawn on. More than one table implies a join. **Alias,** if specified, may be used as an alias for the preceding table through the rest of the **SELECT** command.

**SELECTED EXAMPLES AND WORKSHEETS.**

**The examples in this book should be worked through carefully to ensure that you understand what the commands are doing. Your assignment work will assume that knowledge.**

**You will need the following tables, EMP and DEPT.**

**These can be created with the following commands:**

**EPT;**

**The data in them is currently as shown on the next page:**

**Note - if the table contents become corrupted (particularly after the Update example in Exercise 7), you can always delete the tables and start again. This can be achieved by:**

**DROP TABLE EMP;**

**DROP TABLE DEPT;**

**To list all the tables in your Oracle area:**

**SHOW TABLES;**

**THE DATA USED IN THESE EXERCISES:**

**EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO**

**-------------------------------------------------------------------------------------------------------------------------------------**

**7369 SMITH CLERK 7902 17-DEC-90 13750 20**

**7499 ALLEN SALESMAN 7698 20-FEB-89 19000 6400 30**

**7521 WARD SALESMAN 7698 22-FEB-93 18500 4250 30**

**7566 JONES MANAGER 7839 02-APR-89 26850 20**

**7654 MARTIN SALESMAN 7698 28-SEP-97 15675 3500 30**

**7698 BLAKE MANAGER 7839 01-MAY-90 24000 30**

**7782 CLARK MANAGER 7839 09-JUN-88 27500 10**

**7788 SCOTT ANALYST 7566 19-APR-87 19500 20**

**7839 KING PRESIDENT 17-NOV-83 82500 10**

**7844 TURNER SALESMAN 7698 08-SEP-92 18500 6250 30**

**7876 ADAMS CLERK 7788 23-MAY-96 11900 20**

**7900 JAMES CLERK 7698 03-DEC-95 12500 30**

**7902 FORD ANALYST 7566 03-DEC-91 21500 20**

**7934 MILLER CLERK 7782 23-JAN-95 13250 10**

**3258 GREEN SALESMAN 4422 24-JUL-95 18500 2750 50**

**4422 STEVENS MANAGER 7839 14-JAN-94 24750 50**

**6548 BARNES CLERK 4422 16-JAN-95 11950 50**

**DEPTNO DNAME LOC**

**------- -------------- -------------------------------------------**

**10 ACCOUNTING LONDON**

**20 RESEARCH PRESTON**

**30 SALES LIVERPOOL**

**40 OPERATIONS STAFFORD**

**50 MARKETING LUTON**

**THE SELECT STATEMENT**

The **SELECT** statement is the workhorse of query processing the basic statement is:-

**SELECT** COLUMN(S) **FROM** TABLENAME;

This is the minimum amount of detail which must be entered for a **SELECT** statement to work.

**Try the following examples:-**

**SELECT \* FROM emp;**

Provides a listing of all the data (all columns) in the EMP table.

**SELECT ename FROM emp;**

Gives a list of all the employee names found in the emp table.

**SELECT dname, loc FROM dept;**

gives department names and locations.

**SELECT job FROM emp;** (with duplicates)

Lists all the jobs in the emp table even if they appear more than once.

**SELECT DISTINCT job FROM emp;** (without duplicates)

List all the jobs in the EMP table eliminating duplicates.

**SELECT job, deptno FROM emp;** (with duplicates)

Lists the combination of jobs and departments for every row of the emp table.

**SELECT DISTINCT job, deptno FROM emp;** (without duplicates)

List all the combinations of job and department in the EMP table eliminating duplicates.

**THE WHERE CLAUSE**

A **WHERE** clause causes a 'search' to be made and only those rows that meet the search condition are retrieved.

A **WHERE** clause condition can use any of the following comparison operators:-

= equal to

**SELECT \* FROM emp**

**WHERE ename = 'JONES';**

**(Again note that the data is case sensitive, this would not find Jones)**

!= not equal to

^= not equal to

<> not equal to

**SELECT \* FROM emp**

**WHERE ename != 'FORD';**

> greater than

**SELECT \* FROM emp**

**WHERE sal > 15000;**

>= greater than or equal to

**SELECT \* FROM emp**

**WHERE sal >= 12000;**

< less than

**SELECT \* FROM emp**

**WHERE sal < 15000;**

<= less than or equal to

**SELECT \* FROM emp**

**WHERE sal <= 12000;**

or special SQL operators

**BETWEEN low AND high** (values are inclusive)

**SELECT \* FROM emp**

**WHERE sal BETWEEN 10000 AND 15000;**

**IN (VALUE1, VALUE2, VALUE3......)** character strings must be enclosed in quotes

**SELECT \* FROM emp**

**WHERE job IN ('CLERK', 'ANALYST');**

Selects all employees who are

Clerks or analysts

**LIKE 'string picture'** use '%' and '\_' as wildcards within a string picture. Each \_ acts for

one character.

**SELECT \* FROM emp**

**WHERE ename LIKE '%A%';** % is for any number of characters

Selects all employees with an ‘A’

in their name.

**IS NULL** IS may only be used with NULL's

(this means the variable has no value)

and also **NOT** any of the above expressions (used for negation purposes).

**Try the following:-**

**SELECT ename, empno, deptno**

**FROM emp**

**WHERE job = 'CLERK';**

List the names, numbers and departments of all the Clerks.

**SELECT ename, sal, comm FROM emp**

**WHERE comm > sal;**

Find the employees whose commission is greater than their salary.

**SELECT ename, job, sal FROM emp**

**WHERE sal BETWEEN 12000 AND 14000;**

Finds all employees who earn between 12,000 and 14,000

Selecting rows within a range, the WHERE clause can have a low-value and a high-value associated with it, these values represent the bottom and top of the required range.

**NOT BETWEEN** means that only rows that are outside the range will be selected.

**SELECT ename FROM emp**

**WHERE job IN ('CLERK', 'ANALYST', 'SALESMAN');**

Finds the employees who are clerks, analysts or salesmen.

**NOT IN** would list those employees whose jobs are not in the list.

**SELECT ename FROM emp**

**WHERE job NOT IN ('CLERK', 'ANALYST', 'SALESMAN');**

**SELECT ename, deptno FROM emp**

**WHERE ename = 'FORD';**

Finds the departments that employees called Ford work in.

**SELECT ename, deptno FROM emp**

**WHERE ename LIKE '\_\_A%';**

Finds employee names that have an A as the 3rd letter i.e. Blake, Clark etc. (Note - there are 2 underscores before the A)

**SELECT ename FROM emp**

**WHERE comm IS NULL;**

Finds all employees that do not have any commission

Multiple search conditions may be used in a select statement, linked by either **AND** (both statements must be true for a row to be selected) or **OR** (only one condition must be true for a row to be selected)  **AND** and **OR** may be combined to produce complex search conditions and for clarity and reliability should be parenthesised to force precedence. Otherwise normal computing rules apply.

**SELECT \* FROM emp**

**WHERE job = 'MANAGER'**

**OR job = 'CLERK'**

**AND deptno = 10;**

Find everyone whose job title is manager, and all the clerks in department 10

**SELECT \* FROM emp**

**WHERE job = 'MANAGER'**

**OR( job = 'CLERK'**

**AND deptno = 10);** (use of parentheses to clarify.)

**SELECT \* FROM emp**

**WHERE (job = 'MANAGER'**

**OR job = 'CLERK')**

**AND deptno = 10;**

Find all the managers or clerks in department 10.

Any group of search conditions can be negated by enclosing the statement in parentheses and preceding them with NOT.

**SELECT \* FROM emp**

**WHERE NOT (job = 'MANAGER'**

**OR job = 'CLERK')**

**AND deptno = 10;**

Find anyone who is neither a manager nor a clerk but is in department 10.

**THE ORDER BY CLAUSE**

By default Oracle will display rows of data in a totally unordered way. The **ORDER BY** clause should be used to impose an ordering of the rows retrieved by a query and should always be placed last in the query ( or query block).

The use of **ORDER BY** causes data to be sorted (by default) as follows:-

**NUMERICS** ascending order by value

**DATES** chronological order

**CHAR** alphabetically

The keyword **DESC** causes the sort to be reversed.

**NULL** values in a sorted column will always be sorted high, i.e. they will be first when values are sorted in descending order and last when sorted in ascending order.

**SELECT empno, ename, hiredate FROM emp**

**ORDER BY hiredate;**

Shows details of employees with earliest hiredates first.

**SELECT job, sal, ename FROM emp**

**ORDER BY job, sal DESC;**

To order all employees by job, and within job, put them in descending salary order;

**SELECT ename, job, sal, comm, deptno FROM emp**

**ORDER BY 3;**

Lists employees in salary order (salary is the 3rd item in the SELECT list)

**EXERCISES. 1 SIMPLE COMMANDS**

1 List all information about the employees.

2 List all information about the departments

3 List only the following information from the EMP table ( Employee name, employee number, salary, department number)

4 List details of employees in departments 10 and 30.

5 List all the jobs in the EMP table eliminating duplicates.

6. What are the names of the employees who earn less than £20,000?

7. What is the name, job title and employee number of the person in department 20 who earns more than £25000?

8. Find all employees whose job is either Clerk or Salesman.

9. Find any Clerk who is not in department 10.

10. Find everyone whose job is Salesman and all the Analysts in department 20.

11. Find all the employees who earn between £15,000 and £20,000.

Show the employee name, department and salary.

12 Find the name of the President.

13 Find all the employees whose last names end with S

14 List the employees whose names have TH or LL in them

15 List only those employees who receive commission.

16 Find the name, job, salary, hiredate, and department number of all employees by alphabetical order of name.

17. Find the name, job, salary, hiredate and department number of all employees in ascending order by their salaries.

18. List all salesmen in descending order by commission divided by their salary.

19. Order employees in department 30 who receive commision, in ascending order by commission

20 Find the names, jobs, salaries and commissions of all employees who do not have managers.

21 Find all the salesmen in department 30 who have a salary greater than or equal to £18000.

**JOINING TABLES**

It is necessary to join two or more tables for some queries. This takes place by establishing a relationship (usually equality) between a column (domain) present in two tables known as a foreign key. Simple joins are usually called **equi-joins.** A join is automatically performed when a reference is made to more than one table in the **FROM** clause.

**SELECT ename, sal, loc FROM emp, dept**

**WHERE ename = 'ALLEN' (search condition)**

**AND emp.deptno = dept.deptno; ((join condition)**

Find Allen's name and salary from the EMP table and location of Allen's department from the DEPT table.

N.B. because we are now referencing two tables which each have a column with the same name (deptno), we must always qualify deptno with its table name in order to prevent confusion, this qualification must be used whenever ambiguous column names are used within an SQL statement.

**SELECT ename, dname FROM emp, dept**

**WHERE emp.deptno = dept.deptno**

**ORDER BY ename;**

List the name and department of all employees in name order. (This joins the two tables over DEPTNO and projects out ENAME and DNAME)

**Abbreviating Table Names.**

Table names can be abbreviated in order to simplify what is typed in with the query.

In this example E and D are abbreviated names for emp and dept.

List the department name and all employee data for employees that work in Chicago;

**SELECT dname, E.\* FROM emp E, dept D**

**WHERE E.deptno = D.deptno AND loc = 'LUTON'**

**ORDER BY E.deptno;**

**Note – if we didn’t have ORDER BY E.deptno, but had ORDER BY deptno**

**We would get a syntax error because it would know whether to sort on the deptno in Emp or Dept.**

**Joining a Table to Itself**

A table label can be used for more than just abbreviating a table name in a query. It also allows a join of a table to itself as though it were two separate tables. This can be very useful because a single SELECT will only go through a table once. By having two copies of the same table, you can find a specific record in the first copy and then search the second copy for comparisons.

**SELECT WORKER.ename, WORKER.sal**

**FROM emp WORKER, emp MANAGER**

**WHERE WORKER.mgr = MANAGER.empno**

**AND WORKER.sal > MANAGER.sal;**

In the query the **emp** table is treated as if it were two separate tables named **WORKER** and **MANAGER.**

First all the **WORKERS** are joined to their **MANAGERS**  using the **WORKER**'s manager's employee number (**WORKER.mgr**) and the **MANAGER's** employee number (**MANAGER.empno).**

The **WHERE**  clause eliminates all **WORKER MANAGER** pairs except those where the **WORKER**  earns more than the manager (**WORKER.SAL**  **>MANAGER.SAL).**

Find all employees that earn more than Jones.

**SELECT X.ename, X.sal, X.job, Y.job, Y.ename, Y.sal**

**FROM emp X, emp Y**

**WHERE X.sal > Y.sal**

**AND Y.ename = 'JONES';**

i.e. find JONES, and then go through the table again comparing.

**Selecting all possible combinations of rows.**

If the **WHERE** clause contains no join condition, then all possible combinations of rows from tables listed in the from clause are displayed. The result (Cartesian product) is normally not desired so a join condition is usually specified.

This is a common error, and to be avoided because if table A has 20 rows and table B has 30 rows then not using a join would result in 600 output lines.

Join the Allen row from the EMP table with all the rows in the Dept table

**SELECT ename, loc FROM emp, dept**

**WHERE ename = 'ALLEN';**

**OUTER JOINS**

When processing joins between emp and dept you will notice that details of department 40 never appear in the output. This is because department 40 has no corresponding rows in the emp table and therefore cannot take part in the join. If it is required to include records which are outside of the relationship between tables an ***outer join*** must be used.

**SELECT dept.deptno, dname, ename, sal from dept left outer join emp on dept.deptno = emp.deptno**

The **left 【outer】 join** effectively adds a dummy row to the emp table for each department record which has no corresponding employees. The department record is then joined with this dummy row and appears once in the output, having nulls in any columns from the emp table.

**EXERCISES 2 JOINS**

1. Find the name and salary of employees in Luton.

2. Join the DEPT table to the EMP table and show in department number order.

3. List the names of all salesmen who work in SALES

4. List all departments that do not have any employees.

5 For each employee whose salary exceeds his manager's salary, list the employee's name and salary and the manager's name and salary.

6. List the employees who have BLAKE as their manager.

**SQL FUNCTIONS**

SQL\*PLUS has a wide range of functions which may be applied to Oracle data. There are four classes of functions:-

**string functions** for searching and manipulating strings.

**arithmetic functions** for performing calculations on numeric values

**date functions** for reformatting and performing data arithmetic

**aggregate functions** for calculations on groups of data.

# Useful string functions

**NOTE - when you wish to Select something, but the data is not in a table (as the examples below), you can use a dummy table name called DUAL. This table is only recognised by Mysql as a dummy table, and will never appear as an actual structure. MySQL may ignore the clauses. MySQL does not require FROM DUAL if no tables are referenced.**

**LOWER**(string) converts upper case alphabetic characters to lower case. Other characters are not affected

**SELECT LOWER ('MR. SAMUEL HILLHOUSE')**

**FROM DUAL;**

**gives mr samuel hillhouse**

**UPPER**(string) converts lowercase letters in a string to uppercase.

**SELECT UPPER ('Mr . Rodgers') FROM DUAL;**

**SUBSTR(**string,startposition,length) shows a part of the string starting at the start position of the specified length

**SELECT SUBSTR('ABCDEF',2,3) FROM dual;**

gives BCD

**INSTR(**string1,string2) finds the start position of one string inside another string

**SELECT INSTR('ABCDEF', 'DEF') FROM dual;**

gives 4

**str\_to\_date (string[,format])** converts the string to a date. A format may optionally be specified (see later)

LPAD(str,len,padstr) left pads the string with the specified fill characters to the specified length.

**SELECT LPAD('hi',4,'??');**

gives '??hi'

**RPAD**(str,len,padstr) right pads the string with the specified fill characters to the specified length.

**LTRIM(**string) Returns the string str with leading space characters removed

**SELECT LTRIM(' barbar');**

WOULD GIVE barbar

**RTRIM(**string) Returns the string str with trailing space characters removed

**TRIM([{BOTH | LEADING | TRAILING} [remstr] FROM ] str)**

Returns a string after removing all prefixes or suffixes from the given string.

![https://www.w3resource.com/mysql/Mysql-pics/mysql-trim.gif](data:image/gif;base64,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)

**IFNULL(expression1, expression2); takes two expressions and if the first expression is not NULL, it returns the first expression. Otherwise, it returns the second expression.**

e.g. **SELECT \*, IFNULL(Comm, 0) FROM EMP;**

**LENGTH(**char) length in characters of specified string

**Remember -- you must put single quotes round all data items which are strings.**

**EXAMPLES OF STRING FUNCTIONS**

**SELECT SUBSTR(ename,1,4) FROM emp;**

**UPPER(dname)**

**SELECT UPPER('helen campbell') FROM dual;**

**LOWER(ename)**

**SELECT LOWER('Mr Donald Briffet') FROM dual;**

**STR\_TO\_DATE('12-12-92', '%d-%m-%Y ')**

**SELECT STR\_TO\_DATE('12-06-1996', ' %d-%m-%Y ') FROM dual;**

**LPAD(ename, 10,’ ’)**

**SELECT LPAD(ename,10,’ ’) FROM emp;**

**(pads the name out to 10 chars with spaces before)**

**RPAD(ename, 10,’ ’)**

**SELECT RPAD(ename,10, ’ ’) FROM emp;**

**(as above but with spaces after)**

**LTRIM(ename,' ')**

**SELECT LTRIM(ename,' ') FROM emp;**

**(removes spaces from before the name)**

**RTRIM(ename,' ')**

**SELECT RTRIM(ename,' ') FROM emp;**

**IFNULL(comm, 0)**

**SELECT IFNULL (comm,0) FROM emp;**

**(if an employee has no commission then 0 is displayed)**

**LENGTH(ename)**

**SELECT LENGTH ('Anderson') FROM dual;**

**NOTE You can also rename columns within the SQL statement**

**SELECT ename Employee FROM emp;**

**will output the present ename values with the heading Employee. Note that if the new name is a single word then double quotes are not needed.**

**ARITHMETIC FUNCTIONS**

**ABS(numeric)** absolute value of the number

**SELECT ABS(-15) “Absolute” FROM DUAL;**

**MOD(num1, num2)** returns the remainder when num1 is divided by num2

**SELECT MOD (7,5) “modulo” FROM DUAL;**

**ROUND(numeric[,d])** rounds the number to d decimal places, the rounding can occur to either side of the decimal point.

**SELECT ROUND (15.193,1) “round” FROM DUAL;**

**TRUNCATE(numeric[,d]])** truncates to d decimal places,

**SELECT TRUNCATE(15.79,1) “truncate” FROM DUAL;**

**CEIL(numeric)** rounds the number up to the nearest integer

**SELECT CEIL(10.6) FROM dual;**

**FLOOR(numeric)** truncates the number to the nearest integer

**SELECT FLOOR(10.6) FROM dual;**

**SQRT(numeric)** returns the square root of the number (returns NULL if the number is negative)

**SELECT SQRT(25) FROM dual;**

**TO\_CHAR(numeric[,format])** converts a number to a character string in the specified format

**SELECT TO\_CHAR(sysdate(),'DY') FROM dual;**

**SELECT TO\_CHAR(sysdate(),'MONTH') FROM dual;**

**DATE\_FORMAT(date,format) Cut and Paste date\_format strings for MySQL**

**SELECT DATE\_FORMAT(NOW(),'%Y-%m-%d %H:%i:%s')**

**SELECT DATE\_FORMAT(NOW(),'%m')**

**Some more examples**

**SIGN(sal - comm)**

**SELECT SIGN(sal – 4 \* comm) FROM emp;**

**ABS(sal - comm)**

**SELECT ABS(sal – 4\*comm) FROM emp;**

**ROUND(sal,2)**

**SELECT ROUND(1234.5678,2) FROM dual;**

**TRUNCATE(comm, 3)**

**SELECT TRUNCATE(comm, 3) FROM emp;**

**GREATEST(sal, comm)**

**SELECT GREATEST(sal, comm) FROM emp;**

**DATE\_FORMAT(date,format) Cut and Paste date\_format strings for MySQL**

**SELECT DATE\_FORMAT(NOW(),'%Y-%m-%d %H:%i:%s')**

**IT IS VERY IMPORTANT TO NOTE THAT IF ANY VARIABLE CONTAINS A NULL VALUE THEN ANY SQL STATEMENT INVOLVING ARITHMETIC WILL IGNORE IT**

**E.G.**

**SELECT ABS(SAL-COMM) FROM EMP;**

**will only produce results for employees who have a non-null commission (or salary)**

**AGGREGATE OR GROUPING FUNCTIONS**

**AVG**  **AVG ( [DISTINCT] Column** )

This function returns the average of the values in the argument.

The data type of the argument must be numeric, date/time or character. The data type of the result is the same as the input argument.

**DISTINCT** eliminates duplicates.

e.g. Find the total salary budget for each department, the average salary, the number of people in each department.

**SELECT emp.deptno, dname, SUM(sal), AVG(sal), COUNT(empno)**

**FROM emp, dept**

**WHERE emp.deptno = dept.deptno**

**GROUP BY emp.deptno, dname;**

**SELECT AVG(sal) “average” FROM emp;**

**COUNT COUNT (\*)**

**(DISTINCT**  expression)

This function returns a count of items.

` **COUNT(\*)** always returns the number of rows in the table, rows that contain null values are included.

**COUNT(column-name)** returns the number of column values.

**COUNT(DISTINCT column-name)** filters out duplicate column values.

e.g. How many employees are in each department of the EMP table?

**SELECT COUNT(\*) FROM emp**

**GROUP BY deptno;**

**SELECT COUNT(DISTINCT job) "Jobs" FROM emp**;

NOTE - the “” round Jobs is superfluous here, but must be used if the column heading is more than one word.

**MAX SELECT MAX(sal) FROM emp;**

**MIN SELECT MIN(sal) FROM emp;**

These functions returns the maximum or minimum value in the argument, which is a set of column values.

e.g. Find the highest and lowest salary in department 10.

**SELECT MAX(sal), MIN(sal)**

**FROM emp**

**WHERE deptno = 10;**

**SUM SUM(ALL expression)**

This function returns the sum of the values in the argument.

**SELECT SUM(sal + comm) FROM emp**

**WHERE job = 'SALESMAN';**

**NOTE - because Comm can contain a NULL value, be warned that if it does, SQL cannot evaluate it as an arithmetic expression and will ignore that record. Thus the above will obtain a sum for all Salesmen because they all get commission.**

**SELECT SUM(sal + Comm) FROM emp;**

**will try to do the same sum for all staff but since only salesmen get commission, all other employees will have null commission, their records will be ignored, and the end result will be the same.**

NB these functions work down the columns they DO NOT act across the rows.

**IF YOU INCLUDE GROUP FUNCTIONS IN A SELECT COMMAND YOU MAY NOT SELECT INDIVIDUAL RESULTS AS WELL.**

For example, a command that begins SELECT ENAME, AVG(sal) is invalid.

ENAME has a value for each row selected while AVG(sal) has a single value for the whole query. If you use such a command SQL will display an error message.

There are two exceptions to this rule.:-

You can display individual results based on a group function in a subquery, or

group results based on individual selections in a subquery.

**NOTE** - If an arithmetic expression encounters a Null value then that record is ignored

e.g. SELECT SUM(SAL+COMM)

can only do the addition where COMM is not null. Similarly

SELECT AVG(SAL+COMM) will only divide the total by the number of times it has been able to do the addition (and not a count of all employees).

**Summarising Several Groups of Rows.**

Suppose you want to know the average salary of the employees in each department, you could enter several separate AVG(SAL) queries, one per department, but you can get the same information with a single query by using the GROUP BY clause. The GROUP BY clause divides a table into groups of rows so that the rows in each group have the same value in a specified column. (See later notes for more details about GROUP BY clause.)

To list the average salary in each department.

**SELECT DEPTNO, AVG(sal) FROM emp**

**GROUP BY deptno;**

In this example, the **GROUP BY deptno** clause divides all the employees into groups on their department number, the group function **AVG(sal**) is then applied to the rows in each group. This is a powerful function and would take many lines of code in a normal procedural language.

**EXERCISES 3 FUNCTIONS**

1 Find how many employees have a title of manager without listing them.

2 Compute the average annual salary plus commission for all salesmen

3 Find the highest and lowest salaries and the difference between them (single SELECT statement)

4 Find the number of characters in the longest department name

5 Count the number of people in department 30 who receive a salary and the number of people who receive a commission (single statement).

6 List the average commission of employees who receive a commission, and the average commission of all employees (assume employees who do not receive a commission attract zero commission)

7 List the average salary of employees that receive a salary, the average commission of employees that receive a commission, the average salary plus commission of only those employees that receive a commission and the average salary plus commission of all employees including those that do not receive a commission. (single statement)

SELECT AVG(SAL) AS AVG\_SAL,AVG(CASE WHEN COMM IS NOT NULL THEN COMM ELSE 0 END) AS AVG\_COMM,AVG(SAL + CASE WHEN COMM IS NOT NULL THEN COMM ELSE 0 END) AS AVG1,AVG(SAL+COMM) AS AVG2 FROM EMP\_2022155028;

8 Compute the daily and hourly salary for employees in department 30, round to the nearest penny. Assume there are 22 working days in a month and 8 working hours in a day.

SELECT ROUND(SAL/22,2) AS DAILY\_SAL, ROUND(SAL/22/8,2) AS HOURLY\_SAL FROM EMP\_2022155028 WHERE DEPTNO = 30;

9 Issue the same query as the previous one except that this time truncate (TRUNC) to the nearest penny rather than round.

**DATE FUNCTIONS**

Some important Date funcitons are listed below:

1. DATE\_FORMAT (date,format)   
It presents a date in the specified format

SELECT DATE\_FORMAT(now(), '%d-%m-%Y');  
See detailed instruction of DATE\_FORMAT attached in the following pages

2. DATE\_ADD (start\_date, INTERVAL expr unit)   
or start\_date + INTERVAL expr unit

It adds an interval to a DATE or DATETIME. Specifically, start\_date is a starting DATE or DATETIME value; INTERVAL expr unit is an interval value to be added to the starting date value.

**SELECT DATE\_ADD(now(), INTERVAL 1 day);**

|  |  |
| --- | --- |
| **Unit** | **Expression** |
| DAY | DAYS |
| DAY\_HOUR | ‘DAYS HOURS’ |
| DAY\_MICROSECOND | ‘DAYS HOURS:MINUTES:SECONDS.MICROSECONDS’ |
| DAY\_MINUTE | ‘DAYS HOURS:MINUTES’ |
| DAY\_SECOND | ‘DAYS HOURS:MINUTES:SECONDS’ |
| HOUR | HOURS |
| HOUR\_MICROSECOND | ‘HOURS:MINUTES:SECONDS.MICROSECONDS’ |
| HOUR\_MINUTE | ‘HOURS:MINUTES’ |
| HOUR\_SECOND | ‘HOURS:MINUTES:SECONDS’ |
| MICROSECOND | MICROSECONDS |
| MINUTE | MINUTES |
| MINUTE\_MICROSECOND | ‘MINUTES:SECONDS.MICROSECONDS’ |
| MINUTE\_SECOND | ‘MINUTES:SECONDS’ |
| MONTH | MONTHS |
| QUARTER | QUARTERS |
| SECOND | SECONDS |
| SECOND\_MICROSECOND | ‘SECONDS.MICROSECONDS’ |
| WEEK | WEEKS |
| YEAR | YEARS |
| YEAR\_MONTH | ‘YEARS-MONTHS’ |

3. TIMESTAMPDIFF(unit,datetime\_expr1,datetime\_expr2)

It returns expr1 − expr2 expressed as a value in unit from one date to the other. expr1 and expr2 are date or date-and-time expressions.

select TIMESTAMPDIFF(Day, now(), HIREDATE) from emp;

select TIMESTAMPDIFF(Month, now(), HIREDATE) from emp;

select TIMESTAMPDIFF(Year, now(), HIREDATE) from emp;

4. LAST\_DAY(date)

It takes a date or datetime value and returns the corresponding value for the last day of the month. Returns NULL if the argument is invalid.

SELECT LAST\_DAY(NOW());

5. DATE(expr)

It extracts the date part of the date or datetime expression expr.

SELECT DATE('2003-12-31 01:02:03');

Similar functions include Time(), Day(), Month(), Year(), etc.

6. DATE\_FORMAT(date,format)

The DATE\_FORMAT function accepts two arguments:

date : is a valid date value that you want to format

format : is a format string that consists of predefined specifiers. Each specifier is preceded by a percentage character ( % ). See the table below for a list of predefined specifiers.

The following are some commonly used date format strings:

| DATE\_FORMAT string | Formatted date |
| --- | --- |
| %Y-%m-%d | 7/4/2019 |
| %e/%c/%Y | 4/7/2019 |
| %c/%e/%Y | 7/4/2019 |
| %d/%m/%Y | 4/7/2019 |
| %m/%d/%Y | 7/4/2019 |
| %e/%c/%Y %H:%i | 4/7/2019 11:20 |
| %c/%e/%Y %H:%i | 7/4/2019 11:20 |
| %d/%m/%Y %H:%i | 4/7/2019 11:20 |
| %m/%d/%Y %H:%i | 7/4/2019 11:20 |
| %e/%c/%Y %T | 4/7/2019 11:20 |
| %c/%e/%Y %T | 7/4/2019 11:20 |
| %d/%m/%Y %T | 4/7/2019 11:20 |
| %m/%d/%Y %T | 7/4/2019 11:20 |
| %a %D %b %Y | Thu 4th Jul 2019 |
| %a %D %b %Y %H:%i | Thu 4th Jul 2019 11:20 |
| %a %D %b %Y %T | Thu 4th Jul 2019 11:20:05 |
| %a %b %e %Y | Thu Jul 4 2019 |
| %a %b %e %Y %H:%i | Thu Jul 4 2019 11:20 |
| %a %b %e %Y %T | Thu Jul 4 2019 11:20:05 |
| %W %D %M %Y | Thursday 4th July 2019 |
| %W %D %M %Y %H:%i | Thursday 4th July 2019 11:20 |
| %W %D %M %Y %T | Thursday 4th July 2019 11:20:05 |
| %l:%i %p %b %e, %Y | 7/4/2019 11:20 |
| %M %e, %Y | 4-Jul-19 |
| %a, %d %b %Y %T | Thu, 04 Jul 2019 11:20:05 |

**EXERCISES 4 DATES**

1 Select the name, job, and date of hire of the employees in department 20. (Format the HIREDATE column to MM/DD/YY)

2 Then format the HIREDATE column into DoW (day of the week), Day (day of the month), MONTH (name of the month) and YYYY(year)

1. Which employees were hired in April?

SELECT EMPNO,ENAME,HIREDATE FROM EMP\_2022155028 WHERE MONTH(HIREDATE)=4;

4 Which employees were hired on a Tuesday?

5 Are there any employees who have worked more than 30 years for the company?

6 Show the weekday of the first day of the month in which each employee was hired. (plus their names)

set global log\_bin\_trust\_function\_creators=TRUE;

DELIMITER $$

DROP FUNCTION IF EXISTS FIRSTDAY $$

CREATE FUNCTION FIRSTDAY(d DATE) RETURNS DATE

BEGIN

DECLARE first DATE;

SET first = DATE(LAST\_DAY(d – INTERVAL 1 MONTH) + INTERVAL 1 DAY);

WHILE WEEKDAY(first) > 4 DO

SET first = DATE(first + INTERVAL 1 DAY);

END WHILE;

RETURN first;

END $$

DELIMITER ;

SELECT ENAME, FIRSTDAY(HIREDATE) FROM EMP\_2022155028;

7 Show details of employee hiredates and the date of their first payday.

(Paydays occur on the last Friday of each month) (plus their names)

set global log\_bin\_trust\_function\_creators=TRUE;

DELIMITER $$

DROP FUNCTION IF EXISTS PAYDAY $$

CREATE FUNCTION PAYDAY (d DATE) RETURNS DATE

BEGIN

DECLARE last DATE;

SET last=LAST\_DAY(d);

WHILE WEEKDAY(last)!=4 DO

SET last=DATE(last - INTERVAL 1 DAY);

END WHILE;

RETURN last;

END $$

DELIMITER ;

SELECT ENAME, HIREDATE, PAYDAY(HIREDATE) AS FIRSTPAYDAY

FROM EMP\_2022155028;

8 Refine your answer to 7 such that it works even if an employee is hired after the last Friday of the month (cf Martin)

set global log\_bin\_trust\_function\_creators=TRUE;

DELIMITER $$

DROP FUNCTION IF EXISTS PAYDAY $$

CREATE FUNCTION PAYDAY (d DATE) RETURNS DATE

BEGIN

DECLARE last DATE;

SET last=LAST\_DAY(d);

WHILE WEEKDAY(last)!=4 DO

SET last=DATE(last - INTERVAL 1 DAY);

END WHILE;

IF DAY(d) > DAY(last)

THEN

SET last = LAST\_DAY(DATE(d + INTERVAL 1 MONTH));

WHILE WEEKDAY(last)!=4 DO

SET last=DATE(last - INTERVAL 1 DAY);

END WHILE;

END IF;

RETURN last;

END $$

DELIMITER ;

SELECT ENAME, HIREDATE, PAYDAY(HIREDATE) AS FIRSTPAYDAY

FROM EMP\_2022155028;

**THE GROUP BY CLAUSE**

The **GROUP BY** clause is used to split rows in a table into groups or subsets. Summary calculations may then be performed on those groups of records. The grouping is performed on the basis of matching values within a column (or set of columns)

Only one line of output is presented for each group.

**SELECT deptno, AVG(sal) FROM emp**

**GROUP BY deptno;**

This will present average salaries for each deptno group along with the value of deptno within each group. Note it is important to **SELECT** the column by which you are grouping, in order to 'label' your calculated values. Whenever Oracle performs a GROUP BY it also sorts the groups on the basis of the grouping column.

**RULES FOR GROUP BY**

**1** The **SELECT** list may contain only aggregate functions (e.g MAX(sal), COUNT(empno)) and items appearing in the group by clause.

2 The **GROUP BY** clause must be specified after any **WHERE** clause.

3 It is usual to **SELECT** columns which are specified in the **GROUP BY** clause

4 The default 'group' is the whole set of records in the table. Thus any aggregate functions will apply to the whole table if no **GROUP BY** clause is specified

**SELECT MAX(sal) FROM emp;**

will output one value for the maximum salary over all the employees but

**SELECT ename, MAX(sal) FROM emp;**

will cause an error because the table is not being grouped by ename (if you did group by ename you would see a maximum salary for each employee

**SELECT job, MIN(sal) FROM emp**

**GROUP BY job;**

will show a minimum salary for each job.

If it has a **WHERE** clause place the **GROUP BY** clause after the **WHERE** clause.

To find the average annual salary of the non-managerial staff in each department.

**SELECT deptno, AVG(sal) FROM emp**

**WHERE job NOT IN ('MANAGER', 'PRESIDENT')**

**GROUP BY deptno;**

You may divide the rows of a table into groups based on values in more than one column, for example, to divide all employees into groups by department and job, specify both **DEPTNO** and **JOB** in the **GROUP BY** clause.

To count the employees and calculate the average annual salary for each job group in each department.

**SELECT deptno, job, COUNT(\*), AVG(sal)**

**FROM emp**

**GROUP BY deptno, job;**

**SELECT deptno,MAX(sal) FROM emp**

**WHERE job != 'PRESIDENT'**

**GROUP BY deptno;**

This shows the departmental maximums involving all employees excluding the president.

**THE HAVING CLAUSE**

Just as you can select individual rows to display with a **WHERE** clause you can select groups to display with a **HAVING** clause. Place the **HAVING** clause in your query after the **GROUP BY** clause.

A **HAVING** clause compares some property of the group with a constant value. If a group satisfies the condition in the **HAVING** clause it is included in the query result.

You want to list the average annual salary for all job groups with more than two employees.

**SELECT job, COUNT(\*), AVG(sal) FROM emp**

**GROUP BY job**

**HAVING COUNT(\*) > 2;**

The **HAVING** clause compares COUNT(\*) , a property of the group, to the constant value 2.

The **HAVING** clause must be specified after the **WHERE** clause and before any **ORDER BY** clause in the SQL statement. It may appear either before or after its associated **GROUP BY** clause, but it is normal to place it after the **GROUP BY**.

**SELECT deptno, job, COUNT(empno), SUM(sal)**

**FROM emp**

**WHERE hiredate > '01-JAN-90'**

**GROUP BY deptno, job**

**HAVING COUNT(empno)>2**

**ORDER BY deptno DESC, JOB;**

Note the use of the aggregate function in the having clause. It is important to realize that aggregate functions are not allowed in **WHERE** clauses, because **WHERE** applies only to individual records - not groups of records. The **HAVING** clause is designed to work with grouped sets of records and hence can accommodate conditions based on aggregated values.

You may include both a **WHERE** clause and a **HAVING** clause in a query, if you do SQL proceeds in this order:

1. It applies the **WHERE** clause to select rows.

2. It forms the groups and calculates group functions.

3. It applies the **HAVING** clause to select groups.

To list all the departments with at least two clerks.

**SELECT deptno FROM emp**

**WHERE job = 'CLERK'**

**GROUP BY deptno**

**HAVING COUNT(\*) >= 2;**

To select groups based on comparisons with another group, include a subquery in the **HAVING** clause.

To list job groups whose average salary exceeds that of all the managers

S**ELECT job, AVG(sal) FROM emp**

**GROUP BY job**

**HAVING AVG(sal) >**

**(SELECT AVG(sal) FROM emp**

**WHERE job = 'MANAGER');**

**EXERCISES 5 GROUP BY & HAVING**

1 List the department number and average salary of each department.

2 Divide all employees into groups by department and by job within department. Count the employees in each group and compute each group's average annual salary.

SELECT EMP.DEPTNO, DNAME, JOB,COUNT(\*), AVG(SAL) FROM EMP\_2022155028 AS EMP, DEPT\_2022155028 AS DEPT WHERE EMP.DEPTNO = DEPT.DEPTNO GROUP BY DEPTNO, JOB;

3 Issue the same query as above except list the department name rather than the department number.

4 List the average annual salary for all job groups having more than 2 employees in the group.

5 Find all departments with an average commission greater than 25% of average salary.

6 Find each department's average annual salary for all its employees except the managers and the president.

SELECT DEPT.DEPTNO, DNAME, AVG(CASE WHEN SAL IS NOT NULL THEN SAL ELSE 0 END) FROM EMP\_2022155028 AS EMP RIGHT JOIN DEPT\_2022155028 AS DEPT ON EMP.DEPTNO = DEPT.DEPTNO AND JOB NOT IN (“PRESIDENT”, “MANAGER”) GROUP BY DEPT.DEPTNO;

**SUBQUERIES AND NESTED SUBQUERIES**

A **SELECT** command may be incorporated into another **SQL** command such as **SELECT** or **UPDATE.** Such a **SELECT** command is called a subquery. The rows selected by the subquery are not displayed; instead they are fed back into the surrounding **SQL** command in one of the following ways:

If the subquery is used on the right side of a logical expression or a set expression, it must return a single value or a single column of values. The value(s) are compared to the value(s) on the left side of the expression in the manner specified by the operator connecting the two sides.

If the subquery is used to specify the values in a **CREATE, INSERT**, or **UPDATE** command, it must return one value for each column to be updated. The value(s) are used to update the specified row(s).

The **ORDER BY** and **FOR UPDATE** clauses may not be used in a subquery.

The **WHERE** clause of one query may contain another query (called a nested subquery).

**SELECT ename FROM emp**

**WHERE job = (SELECT job FROM emp**

**WHERE ename = 'JONES')**

**AND ename != 'JONES';**

The subquery must be enclosed in brackets and the values which are compared across the outer and subquery must be of the same datatype.

Subqueries are often used to perform stepwise processing.

Finding the person with the highest salary may be done in two steps.

1. Find the maximum salary

2. Find the person whose salary is equal to the maximum salary

**SELECT ename, sal FROM emp**

**WHERE sal = (SELECT MAX(sal) FROM emp);**

The nested query is performed in step 1 and its result is used in step 2 as the outer query is processed.

Subqueries can be nested to any number of levels, but in practical terms 3 is usually the maximum used.

SELECT.......

FROM....

WHERE.....(SELECT.....

FROM......

WHERE.....(SELECT....

FROM...

WHERE....

Generally the subquery is executed first, and SQL compares select-fields in the 'outer' query with the results produced by the subquery.

It is possible to have 16 sub-queries at each level of nesting.

SELECT select-list

FROM .........

WHERE (select-field1, select-field2,.........)

comparison operator

(SELECT select-list2

FROM........

WHERE (..........))

comparison operator

(SELECT select-list

FROM ......

WHERE (.........))

The comparisons can be any of the usual comparisons :--

= != > >= < <= LIKE (see previous notes).

If the subquery returns more than one value, one of the following words should follow the comparison operator:

ALL -- the comparison must be true for all returned values.

ANY -- The comparison need only be true for one returned value.

IN may be used in place of = ANY.

NOT IN may be used in place of != ALL.

More than one select-field may be used, but, in this case, only one test for equality may be used. Parentheses must be used to enclose the SELECT list of a subquery when it contains more than one column.

Finding the department which has the highest total salary bill could be done in two steps.

1 Find the highest total salary paid by a department.

2 Find the department which has a salary bill which matches the value given in part 1.

**SELECT deptno, SUM(sal) FROM emp**

**GROUP BY deptno**

**HAVING SUM(sal) = (select MAX(sum\_sal)**

**from (SELECT deptno, SUM(sal) as sum\_sal**

**FROM emp GROUP BY deptno)**

**as sum\_sal\_t);**

**or**

**SELECT deptno, SUM(sal) FROM emp**

**GROUP BY deptno**

**HAVING SUM(sal) >= All(SELECT SUM(sal)**

**FROM emp GROUP BY deptno);**

Find the employees that earn more than at least one employee in department 30

**SELECT sal, job, ename, deptno FROM emp**

**WHERE sal > ANY**

**( SELECT sal FROM emp**

**WHERE deptno = 30)**

**ORDER BY sal DESC;**

The '=' operator should not be used if the subquery may return more than one value.

An error message will be produced.

**' Subquery returns more than 1 row'.**

To avoid this problem use the keyword '**IN'.**

**SELECT ename, sal, deptno, job FROM emp**

**WHERE empno IN (SELECT mgr FROM emp);**

**Exists Operator.**

In order to ensure that the subquery returns at least one row, the **EXISTS** operator can be used. The conditional expression **EXISTS** (i.e. the subquery) is TRUE if the subquery returns at least one row, and false otherwise.

Display data about employees who have at least one other employee reporting to them

**SELECT job, ename, empno, deptno FROM emp X**

**WHERE EXISTS**

**(SELECT \* FROM emp**

**WHERE X.empno = mgr)**

**ORDER BY empno;**

This is not the same as asking for all the managers, since some of the rows returned are not managers, but do have employees working for them

**Multiple Conditions.**

In the following example we compare both the department number and the salary. Where multiple columns are being compared and they must be enclosed in parentheses. The columns should be specified in the same order as their counterparts in the subquery.

**SELECT ename, sal, deptno, job FROM emp**

**WHERE (deptno, sal) IN ( SELECT deptno, MIN(sal)**

**FROM emp**

**GROUP BY deptno);**

**Synchronising a repeating subquery with a main query**

Depending on the structure of a subquery, it can operate in different ways. In the previous examples, the subquery was executed once and the resulting value was substituted into the WHERE clause of the main query.

In some cases, the result of the subquery should be dependent on values in the outer query. This is termed a 'synchronised' or 'correlated' subquery.

SELECT select-list FROM table1 label1 [.................]

WHERE (select-field[.........] )

comparison operator

(SELECT select-list2 FROM .........

WHERE select-field comparison operator label1.select-field)

The important point is the use of the 'table label' in the outer query. This allows the execution of the subquery for each 'candidate row' (row that may be selected) in the outer query, and produce a subquery result depending on the data in the outer query.

Find the department number, name and salary of the employees who earn more than the average salary in their department.

**SELECT deptno, ename, sal FROM emp X**

**WHERE sal >**

**(SELECT AVG(sal) FROM emp**

**WHERE X.deptno = deptno)**

**ORDER BY deptno;**

**EXERCISES 6 SUB QUERIES.**

1 List the name and job of employees who have the same job as Jones.

2 Find all the employees in Department 10 that have a job that is the same as anyone in department 30.

SELECT EMPNO, ENAME, JOB, DEPTNO FROM EMP\_2022155028 WHERE DEPTNO = 10 AND JOB IN (SELECT JOB FROM EMP\_2022155028 WHERE DEPTNO = 30);

3 List the name, job, and department of employees who have the same job as Jones or a salary greater than or equal to Ford.

4 Find all employees in department 10 that have a job that is the same as anyone in the Sales department

SELECT EMPNO, ENAME, JOB, DEPTNO FROM EMP\_2022155028 WHERE DEPTNO = 10 AND JOB IN (SELECT JOB FROM EMP\_2022155028 WHERE DEPTNO IN (SELECT DEPTNO FROM DEPT\_2022155028 WHERE DNAME = “SALES”));

5 Find the employees located in Liverpool who have the same job as Allen. Return the results in alphabetical order by employee name.

SELECT EMPNO, ENAME, JOB, DEPTNO FROM EMP\_2022155028 WHERE JOB = (SELECT JOB FROM EMP\_2022155028 WHERE ENAME = “ALLEN”) AND DEPTNO = (SELECT DEPTNO FROM DEPT\_2022155028 WHERE LOC = “LIVERPOOL”);

6 Find all the employees that earn more than the average salary of employees in their department.

SELECT EMPNO, ENAME, SAL, EMP.DEPTNO, NEWT.AVG\_SAL FROM EMP\_2022155028 AS EMP, (SELECT DEPTNO, AVG(SAL) AS AVG\_SAL FROM EMP\_2022155028 GROUP BY DEPTNO) AS NEWT WHERE EMP.DEPTNO = NEWT.DEPTNO AND EMP.SAL > NEWT.AVG\_SAL;

7 Find all the employees that earn more than JONES, using temporary labels to abbreviate table names.

**THE DATA MANIPULATION LANGUAGE**

This is the section of SQL which handles data manipulation i.e. inserting, updating and deleting rows in tables It consists of three basic statements

**INSERT allows insertion of records into a table**

**UPDATE updates existing rows in a table**

**DELETE removes unwanted rows from a table**

These statements are incorporated into what is known as a transaction.

**INSERTing rows into a table:-**

INSERT INTO <tablename> (fieldname1, fieldname2, ........)

VALUES (value1, value2,........);

This format allows insertion of ONE complete row into the table. The values in the list **must** be in the same order as the columns in the table and there must be a value for each column

i.e.

**INSERT INTO emp (empno, ename, job, mgr, hiredate, sal, comm, deptno)**

**VALUES(7500, 'CAMPBELL', 'ANALYST', 7566, '30-OCT-1992', 24500, 0, 40);**

If you do not have values for all the columns, a list of columns may be specified and values provided in the same order as the specified columns

**INSERT INTO emp(empno, ename, hiredate, deptno)**

**VALUES(7888,'PITT','30-MAR-92', 30);**

All unspecified columns will be set to NULL.

NB only one row at a time can be inserted using the above forms of the insert statement.

**UPDATING TABLES**

The general form is to update one or more rows of a table where a condition (possibly a subquery) is true.

**UPDATE emp SET comm = 0;**

will give all employees zero commission.

To give a 15% raise to all Analysts and Clerks in department 20 could use;

**UPDATE emp**

**SET sal = sal\* 1.15**

**WHERE (job = 'ANALYST' OR job = 'CLERK')**

**AND deptno = 20;**

The following **SELECT** shows how the two forms of **SET**, may be mixed in a single command, **SET deptno**... sets the updated rows' **deptno** to the value of **deptno** in the row of the table **dept** where the value of **loc** is Dallas. (**sal, comm**) .... sets **sal** and **comm** to values returned by group expressions in a subquery. **WHERE.**.. states that the updated rows are to be those whose **deptno** has a value found in the set of rows where the value of **loc** is Dallas or Detroit.

**UPDATE emp A**

**SET deptno = (SELECT deptno FROM dept**

**WHERE loc = 'PRESTON'),**

**(sal, comm) =**

**(SELECT 1.1\*AVG(sal),1.5\*AVG(comm)**

**FROM emp B**

**WHERE A.deptno = B.deptno)**

**WHERE deptno IN**

**(SELECT deptno FROM dept**

**WHERE loc = 'LIVERPOOL'**

**OR loc = 'LONDON');**

If a WHERE clause is not used to limit the number of rows updated every row in the table will be updated to your specified value.

**DELETING FROM TABLES**

The general form is:-

**DELETE FROM <tablename> WHERE [conditional statement];**

If **WHERE** condition is specified all rows for which the condition is true are deleted.

i.e. To remove from EMP all sales staff who made less than 100 commission last month enter:

**DELETE FROM emp**

**WHERE job = 'SALESMAN'**

**AND comm < 100;**

To delete everything in a table :

**DELETE FROM <tablename>;**

This command does not ask for confirmation! Always make sure you use a WHERE clause in any DELETE statement unless you really want to wipe the entire table!

When a table is wiped, no space is freed up in the Oracle database for use by other tables. The space used by a table does not dynamically shrink when data is deleted from the table.

**THE DATA DEFINITION LANGUAGE**

DDL statements change the structure of the database. There are three basic commands:-

**CREATE used to create new objects (tables, views, etc.) in the database**

**ALTER used to change the structure of an existing object**

**DROP used to remove the object from the database, (all its data plus any reference to it in the data dictionary)**

**TO CREATE A NEW TABLE** use the CREATE TABLE statement

**CREATE TABLE** <tablename>

(fieldname data type,

fieldname data type,

. );

Fieldname may be any alphanumeric name starting with an alphabetic character. The name may also contain '$' '-\_' '#' '@' (maximum 30 characters)

Valid datatypes are listed after this section.

E.G. :-

**CREATE TABLE emp**

**(empno NUMERIC NOT NULL,**

**ename CHAR(10) ,**

**job CHAR(9),**

**mgr NUMERIC (4),**

**hiredate DATE ,**

**sal NUMERIC (10,2),**

**comm NUMERIC (9,0) ,**

**deptno NUMERIC (4) NOT NULL);**

Note that NOT NULL is specified for the empno column. This will be used as the primary key.

When a table is created you may specify criteria for its storage ( such as initial space allocation). If the storage clause is not used SQL\*PLUS will use the current defaults

SQL allows far more complex create statements

**CREATE TABLE emp**

**(empno NUMERIC NOT NULL,**

**ename CHAR(10) NOT NULL,**

**job CHAR(9),**

**mgr NUMERIC REFERENCES emp(empno),**

**sal NUMERIC(10,2),**

**comm NUMERIC(9,0) DEFAULT NULL,**

**deptno NUMERIC(2) NOT NULL REFERENCES dept(deptno),**

**Primary key(empno),**

**CHECK(sal > 500)**

**)**

Here the primary key is specified as are some integrity checks and simple validation. i.e.

mgr number must exist as an empno

deptno must exist in the dept table

Note this means that you must be very careful about the order in which you create the tables.

Can create **UNIQUE INDEX** to ensure the **PRIMARY KEY** does not contain duplicate values.

**CREATE [ UNIQUE] INDEX <indexname> ON <tablename> (index key);**

every index must follow the standard ORACLE naming rules and must have a distinct name with respect to all other objects owned by a single user.

Include the name s of the tables and columns that comprise the index within the index name.

Preface the index name with I

Separate the table and column names with punctuation.

e.g. **CREATE UNIQUE INDEX I\_EMP$EMPNO ON EMP (EMPNO);**

**CREATE UNIQUE INDEX I\_EMP$ENAME ON EMP (ENAME);**

you could not have a unique index on this field as more than one person could have the same name.

this format will also work on multiple keys.

**CREATE INDEX <indexname> ON <tablename>(fieldname1, fieldname2);**

NB All index names must be unique!

**DROP INDEX <**indexname>; allows you to remove an unwanted index you can only drop indexes that you have created

**SQL DATA TYPES**

**CHAR** (size) consists of upper and lower case letters, numbers and special characters (+,-,%,$,&, etc.) size the maximum length, in characters, of the column. May not be larger than 255.

**VARCHAR(**size) Variable length character string data type. Only stores the actual length of the data field, does not space fill to size specified. size must be specified.

**LONG**  Character data of variable length up to 65,535 characters. Only one long column per table.

**NUMERIC** Number values consisting of digits 0 -- 9, with an Values may be 38 digits wide.

**NUMERIC**(w,d) Number values with decimal places specified

**DECIMAL**(w,d) Stores numbers with up to 22 decimal digits.

W - specifies the total number of digits

d - specifies the number of decimal places.

(i.e. decimal (4,2) will allow a max. number of 99.99 to be inserted.)

**INTEGER** Stores numbers with 10 or fewer digits, digits to the right of the decimal point are truncated.

**SMALLINT** Stores digits with 5 or fewer digits.

**DATE**  Date values - usual form dd-mmm-yy i.e. 30-OCT-98

**ALTERing the table structure**

To modify the definition or structure of a table, use **ALTER TABLE** command

To add a new column

**ALTER TABLE <tablename>**

**ADD (column\_name datatype);**

**ALTER TABLE emp**

**ADD gender CHAR(1);**

To change the definition of an existing column.

**ALTER TABLE <tablename>**

**MODIFY (column\_name datatype);**

**ALTER TABLE emp**

**MODIFY deptno NUMERIC(6);**

You cannot 'drop' or 'delete' a column using ALTER.

There is no direct support in SQL for removing columns from a table!

You may not rename a column using ALTER.

Again there is no direct support for this in SQL

The use of the ALTER TABLE statement to change column definitions is restricted to the following:-

1 If the table does not contain any data, you may

- add extra NULL or NOT NULL columns

- change the datatypes of an existing column

- alter an existing column to be NULL or NOT NULL

- make the width of the column smaller or larger

2 If the table contains rows, but there are no values in the column in question

- make the column width smaller or larger

- change the datatype

3 If the column already has data values

- make the column width larger(not smaller)

- force the column to be NOT NULL if there are no NULLs

already present in the column.

**DROPping objects from the database**

The DROP statement may be used to remove entire unwanted objects from the database. It frees up any space they were occupying and removes all references to them from the data dictionary. (Only the creator of the table can DROP it)

**DROP TABLE <tablename>;**

will remove the specified table (with its contents ) from the database.

When you drop a table, SQL automatically drops indexes for the table, synonyms for the table's name and privileges granted on the table. Views that refer to the table are not dropped, but become invalid. You should drop them or redefine them, or (re)define other tables in such a way that the views become valid again.

INDEX It is possible for two indexes from different tables to have the same name. In that case, when you drop one of the indexes you must specify ON table to identify the index you want to drop.

**DROP INDEX ind1;**

Remember that this statement is very severe and should be used with extreme caution.

No confirmation is requested by Oracle in order to perform this operation

Oracle issues an implicit command both before and after it processes to DROP command. This means you cannot roll it back.

You cannot use the DROP command to DROP columns, deleting columns from tables can not be done directly, the following can be used

**To delete the column loc from the dept table**

**1** Create a new table which is the image of the dept table excluding the LOC column

CREATE TABLE newdept

AS SELECT deptno, dname FROM dept;

this produces a table containing all the data for the deptno and dname which already exists in the dept table. Column headings will default to those in the dept table.

2 Now drop the old table

DROP TABLE dept

3 Rename the new table to the old table name

RENAME newdept TO dept

EXEC sp\_rename 'emp', 'emp10'

**VIEWS**

Views can be regarded as windows through which users may see data stored in database tables. They have a number of attractive features:-

(i) they do not own any data of their own

hence they take up virtually no space in the database (only that required for their definition in the relevant data dictionary)

(ii) they are automatically activated when the user references them in an SQL statement

this means they will always reflect the current state of the database

(iii) they may be simple or arbitrarily complex

views may be based on single or multiple tables and may also reference other views

views may be tailored to suit user requirements and make the users task easier (e.g. avoid specification of complex joins)

simple views are based on a single table and only contain columns which are directly stored in the table in question

(iv) views are merely stored SQL statements

hence they can be defined using familiar SQL constructs

(v) may be treated as tables in SQL queries

almost 100% compatible with table usage

(vi) can be used to implement row level security within SQL\*PLUS

the GRANT statement does not provide this functionality

(vii) may be used to implement integrity (including referential ) checks

SQL uses constraints to perform this function

(viii) useful in providing a level of data independence for application programs

their use allows the structure of the database to change with minimal effect on users and application programs.

**VIEW MANAGEMENT**

View definitions may be seen using the following dictionary views

USER\_VIEWS ALL\_VIEWS DBA\_VIEWS

these show the viewnames along with the full view definitions.

Views may be created using the **CREATE VIEW<viewname>** command (no storage definition is required) They may be dropped with the **DROP VIEW<viewname>** command

Views may not be altered, they are essentially stored SQL statements, so for complex views it is advisable to save their definitions in a command file so that they can be changed more easily if needed.

When a table is dropped any views built on it become inaccessible.

The use of views can present a performance overhead, mainly in increased parse times.

**CREATEing Views**

The **CREATE VIEW** command allows you to create a view by specifying a standard SQL query

**CREATE VIEW <VIEWNAME> [(col1, col2,...)]**

**AS SELECT <some statement to present the required data>**

**[WITH CHECK OPTION];**

The specification of column headings in the view is normally optional and they will obviously correspond on a one to one basis with items in the SELECT list of the query.

To create a simple view on the emp table:-

**CREATE VIEW dept30**

**AS SELECT ename, sal, comm FROM emp**

**WHERE deptno = 30;**

At this point Mysql will reply with 'View Created'.

The view can be used and referenced as you would a normal mysql table-

**SELECT ename, sal FROM dept30**

**WHERE comm IS NOT NULL;**

Complex views can be used to make life easier for the user and also to prevent virtual columns (columns that do not exist in the base table)

**CREATE VIEW total\_comp (employee, job, salary, commission, annual\_sal, total)**

**AS SELECT ename, job, sal, NVL(comm,0), sal\*12, sal\*12+NVL(comm,0)**

**FROM emp;**

Views which contain virtual columns MUST have their own column headings specified. In the above example annual\_sal represents sal\*12 from the base table.

Views cannot contain an **ORDER BY** clause this must be specified in the normal **SELECT** statement

**SELECT \* FROM dept30**

**ORDER BY sal;**

**DATA MANIPULATION of Views**

It is tempting to make heavy use of views, however some serious problems are likely to be encountered when attempting to manipulate data through views.

Consider the following view definition:-

**CREATE VIEW summary**

**AS SELECT deptno AVG(sal)**

**FROM emp**

**GROUP BY deptno;**

This view contains an aggregate function which makes all data seen through the view non updatable.

Views on more than one table suffer similar restrictions.

**CREATE VIEW deptemp**

**AS SELECT empno, ename, hiredate, sal, comm, deptno, dname, loc**

**FROM emp**

**WHERE emp.deptno = dept.deptno;**

The output from this view would look like :-

**EMPNO ENAME HIREDATE SAL COMM DEPTNO DNAME LOC**

**7777 COX 11-APR-92 2000 500 30 SALES LIVERPOOL**

If you tried to delete Cox's details from the view, Oracle would try to translate the delete command into two separate deletes on the two base tables, this could cause problems as we could find the remaining employees in Cox's department would have no corresponding department record in the department table.

All DML operations on views based on more than one table are disabled.

**UPDATEing Views**

The Rules

1 Views containing GROUPed sets of data:

no DML is allowed on any column in the view

2 Views based on the join of one or more tables (or views)

no DML is allowed on any column in the view

3 Views containing virtual columns

updates allowed on all but the virtual columns

delete operations are unrestricted

inserts are allowed if ALL not null columns are specified and no attempt is made to insert a value in any of the virtual column(s)

E.G. given the following view

CREATE VIEW virtualcols

AS SELECT empno, ename, sal, comm, sal + comm, total

FROM emp;

The following statements are **legal**

**UPDATE virtualcols SET sal =9999 WHERE empno = 7934;**

**INSERT INTO virtualcols VALUES(7777,'COX',8888,1111);**

The following statements are **illegal**

**UPDATE virtualcols SET total = 9999 WHERE empno = 7934;**

**INSERT INTO virtualcols VALUES(7777,'COX',8888,1111,9999);**

4 Simple views which do not possess ALL of the NOT NULL columns

no INSERTion of rows is possible ( only updates and deletes)

5 Views containing the WITH CHECK OPTION

Updates are restricted to those which result in data which still complies with the check (data migration is prevented)

**EXERCISES 7 Data Manipulation**

1 Create a new table called loans with columns named LNO NUMERIC (3), EMPNO NUMERIC (4), TYPE CHAR(1), AMNT NUMERIC (8,2)

2 Insert the following data

LNO EMPNO TYPE AMNT

23 7499 M 20000.00

42 7499 C 2000.00

65 7844 M 3564.00

CREATE TABLE LOANS (

LON NUMERIC(3,0),

EMPNO INT,

TYPE CHAR(1),

AMNT NUMERIC(8,2)

)default charset=utf8;

INSERT INTO LOANS

(LON, EMPNO, TYPE, AMNT)

VALUES

(23, 7499, ‘M’, 20000.00),

(42, 7499, ‘C’, 2000.00),

(65, 7844, ‘M’, 3564.00);

3 Check that you have created 3 new records in Loans

4 The Loans table must be altered to include another column OUTST NUMERIC(8,2)

5 Add 10% interest to all M type loans

UPDATE LOANS SET AMNT = AMNT \* 1.1 WHERE TYPE = ‘M’;

6 Remove all loans less than £3000.00

7 Change the name of loans table to accounts

ALTER TABLE LOANS RENAME AS ACCOUNTS;

8 Change the name of column LNO to LOANNO

ALTER TABLE ACCOUNTS CHANGE COLUMN LNO AS LOANNO;

9 Create a view for use by personnel in department 30 showing employee name, number, job and hiredate

CREATE VIEW VIEWOFDEPT30 AS (SELECT ENAME AS NAME, EMPNO AS NUMBER, JOB, HIREDATE FROM EMP\_2022155028 WHERE DEPTNO = 30);

10 Use the view to show employees in department 30 having jobs which are not salesman

11 Create a view which shows summary information for each department.

**SET OPERATORS**

**UNION** returns all distinct rows returned by *either* of the queries it applies to

**INTERSECT** returns all rows returned by *both* of the queries it applies to

**MINUS** returns all rows returned by the *preceding* query, but not by the following query

other operators are **JOIN**

**THE UNION OPERATOR**

this is a more generalised form of '**OR'**  it allows the result from two (or more ) queries to be returned as a single set.

e.g. Finding details of people who earn the same salary as Scott or Ward can be achieved using an OR construct as follows :-

**SELECT ename, job, sal FROM emp**

**WHERE sal IN**

**(SELECT sal FROM emp**

**WHERE ename = 'SCOTT'**

**OR ename = 'WARD');**

**BUT**  if Scott and Ward are in different tables a union construct is necessary

**SELECT ename, job, sal FROM emp**

**WHERE sal IN**

**(SELECT sal FROM emp**

**WHERE ename ='SCOTT'**

**UNION**

**SELECT sal FROM emp2**

**WHERE ename ='WARD');**

**USE OF INTERSECT**

This is a more general form of **AND**

**SELECT job FROM emp**

**WHERE sal >2000**

**INTERSECT**

**SELECT job FROM shopfloordetails;**

**USE OF MINUS**

this is sometimes called DIFFERENCE

**SELECT deptno, dname, loc FROM dept**

**WHERE deptno IN**

**(SELECT deptno FROM dept [first]**

**MINUS**

**SELECT deptno FROM emp); [second]**

**MINUS** returns the rows from the first query which are not also returned by the second query.

**THE ANY OPERATOR**

Find all employees who earn more than **any** employee in department 30

**SELECT sal, job, ename, deptno FROM emp**

**WHERE sal > ANY (SELECT sal FROM emp**

**WHERE deptno = 30);**

Can be rewritten using the **'MIN'** aggregate function

**SELECT sal, job, ename, deptno FROM emp**

**WHERE sal> (SELECT MIN(sal) FROM emp**

**WHERE deptno = 30);**

The ANY construct is almost entirely redundant

(=ANY performs the same function as IN)

**THE ALL OPERATOR**

To display information about employees who earn more than all employees in department 30

**SELECT sal, job, ename, deptno FROM emp**

**WHERE sal > ALL (SELECT sal FROM emp**

**WHERE deptno = 30);**

Can be rewritten using the '**MAX'**  aggregate function

**SELECT sal, job, ename, deptno FROM emp**

**WHERE sal > (SELECT MAX(sal) FROM emp**

**WHERE deptno = 30);**

**LOGICAL OPERATORS**

= equal to

!= not equal to

<> not equal to

> greater than

>= greater than or equal to

< less than

<= less than or equal to

ALL modifies the action of a condition to apply to all members of a list of values

ANY modifies the action of a condition to apply to any member of a list of values

[ NOT] BETWEEN ...... AND...... greater than or equal to one value and less than or equal to another

EXISTS Evaluates true if the following subquery returns at least one row

[NOT] IN equal to any member of the set of values

IS [NOT] NULL tests for null